**A+ Computer Science**

**January 2015 – Packet 1**

Computer Science Competition

Hands-On Programming Set

DO NOT OPEN THIS PACKET UNTIL INSTRUCTED TO DO SO

1. General Notes
2. Do the problems in any order you like. They do not have to be done in order from 1 to 12.
3. All problems have a value of 60 points. Incorrect submissions may be reworked and resubmitted, but will receive a deduction of 5 points for each incorrect submission. Deductions are only included in the team score for problems that are ultimately solved correctly.
4. There is no extraneous input. All input is exactly as specified in the problem. Unless specified by the problem, integer inputs will not have leading zeros. Unless otherwise specified, your program should read to the end of file.
5. Your program should not print extraneous output. Follow the form exactly as given in the problem.

|  |  |
| --- | --- |
| Number | Name |
| Problem 1 | Determined1 |
| Problem 2 | Microwave |
| Problem 3 | Splatter |
| Problem 4 | BlackJack |
| Problem 5 | Drought |
| Problem 6 | Cross |
| Problem 7 | Pascal |
| Problem 8 | GPA1 |
| Problem 9 | Buoyancy |
| Problem 10 | Between |
| Problem 11 | GPA2 |
| Problem 12 | Determined2 |

Good luck!

1. Determined1

Program Name: Determined1.java Input File: determined1.dat

You are determined to find the determinant of a 2x2 matrix. A matrix is a set of numbers in rows and columns. A 2x2 matrix determinant can be found by:

Given 2 rows and 2 columns of numbers, find the determinant.

Input: The first line (N) consists of the number of data sets. Each data set contains 2 rows and 2 columns of integers.

Output: Print out each determinant on one line.

Constraints:

1<=N<=10

**Example Input File**

3

1 2

3 3

10 10

10 10

-2 3

-4 -5

**Output to screen:**

-3

0

22

2. Microwave

Program Name: Microwave.java Input File: microwave.dat

I love popcorn—kettle corn, buttered popcorn, caramel corn, etc. However, each different type has different microwave cooking times, especially for the smaller single bags. Sometimes they have the directions in seconds, and other times in minutes, or both. When you type in the time on MY microwave’s keypad, sometimes it takes it in seconds, and sometimes in minutes. For example, if I type in “60”, then my microwave will cook for a minute. If I type in “90”, then it will cook 1 minute 30 seconds. If I type in “100”, it shows as 1 minute and counts down “01:00, 00:59, 00:58...” In other words, times with 1 or 2 digits represent seconds only. Times with 3 or 4 digits (my microwave shows 4 digits on the display) are shown as **MM:ss**, where **MM** is in minutes and **ss** in seconds. Write a program that will show each time as 1) the number of seconds and 2) minutes:seconds in the format **MM:ss**.

Input: The first line (N) consists of the number of data sets. Each data set contains 1 integer, T, the microwave input time.

Output: Print out the time in the form: “\_\_seconds = MM:ss minutes.”

Constraints:

1<=N<=10

1<=T<=9959

**Example Input File**

8

60

59

99

100

130

200

10

1000

**Output to screen:**

60 seconds = 01:00 minutes.

59 seconds = 00:59 minutes.

99 seconds = 01:39 minutes.

60 seconds = 01:00 minutes.

90 seconds = 01:30 minutes.

120 seconds = 02:00 minutes.

10 seconds = 00:10 minutes.

600 seconds = 10:00 minutes.

1. Splatter

Program Name: Splatter.java Input File: splatter.dat

When I last painted the rooms in my house, my youngest daughter was 3 years old. I thought it would be funny if she helped by “throwing” paint on the wall, like a Jackson Pollock painting. Let’s write a program simulating this! You will be given a wall size (matrix) and some paint splatters. When the paint hits the wall, it spreads out (2 up, down, left, right and 1 diagonally).

Here are examples of 2 splatters at (3,4) and (0,8):

(0,0)

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  | X | X | X | X |
|  |  |  |  | X |  |  | X | X | X |
|  |  |  | X | X | X |  |  | X |  |
|  |  | X | X | X | X | X |  |  |  |
|  |  |  | X | X | X |  |  |  |  |
|  |  |  |  | X |  |  |  |  |  |

(5,9)

A wall is considered covered if there is a splatter on every square foot.

Input: The first line (N) consists of the number of data sets. Each data set starts with the size of the wall (R and C). The next line contains the number of paint splatters, T. Then is followed by T coordinates of the splatters (X and Y).

Output: Print out “YES” or “NO” to indicate if the wall is covered or not.

Constraints:

1<=N<=10

1<=R<=20

1<=C<=20

1<=T<=R\*C

**(Continued on next page…)**

**(Problem 3 continued)**

**Example Input File**

2

6 10

2

3 4

0 8

4 4

4

1 1

3 3

3 1

1 3

**Output to screen:**

NO

YES

4. BlackJack

Program Name: BlackJack.java Input File: blackjack.dat

Blackjack, or 21, is a common card game. You and the dealer are trying to get a card value of 21. Face cards (J, Q, K) are worth 10 and number cards are worth their number value. An ace (A) could be either 1 or 11 depending on how big your hand is. For example, a hand of [2, 9, A] would have a total of 12, since 2+9+11=22 would be a bust. A hand of [K, A] is 21, blackjack!

For this program, you want to write a game that is the computer playing against a person. You write the code for the computer, acting like the dealer.

The dealer in this program can only make a semi-intelligent decision to hold or draw. It must hold on 17 or more and must hit (draw a card) on 16 or less. That would mean a hand of [2, 9, A] would have a total of 2+9+1 = 12, and would have to hit because it was 16 or less. A card of 9 would be the best to make 21, and a 10 or higher would bust. Here the ace must be a 1 because 11 would make a bust of 22.

Here is the algorithm for the dealer:

* Draw a card if the total is 16 or less.
* Hold if the total is 17 or more.
* An ace counts for 11 if the total is 10 or less, or counts for 1 if not. If the dealer draws several aces, the first could be 11 (if that total would not bust) or could be 1, but the rest of the aces must count for 1.

Input: The first line (N) consists of the number of data sets. Each data set consists of 10 cards.

Output: Print out the hand value of each data set, or “bust” if over 21.

**Example Input file**

6

2 9 A K J 9 8 2 4 10

A 9 A K J 2 4 6 8 10

2 4 6 8 10 J Q K A 3

10 6 5 J Q K A 9 7 4

10 7 5 J Q K A 9 7 4

A 4 A K Q J 10 9 8 7

**(Continued on next page…)**

**(Problem 4 continued)**

**Output to screen:**

bust

20

20

21

17

bust

Explanation of test cases:

In the 1st data set, 2+9=11, so the ace=1, 2+9+1=12 and the king busts at 22!

In the 2nd data set, 11 + 9 =20, dealer holds.

In the 3rd data set, 2+4+6+8 = 20.

In the 4th data set, 10 + 6=16, so draw one more 16+5=21!

In the 5th data set, 10+7=17, dealer holds.

In the 6th data set, 11+4 =15 so the next ace must be 1, total=16, so draw one more and bust!

5. Drought

Program Name: Drought.java Input File: drought.dat

Much of Texas has been under drought conditions for the last 4-5 years. We need rain! Write a program to keep track of monthly rain totals. Given an average yearly rainfall amount and 24 months of data, indicate if the drought is continuing or if the weather pattern is improving.

For this program:

* The drought is over if both years’ data shows at least twice the average.
* The weather pattern is improving only if both years’ rainfall is at least average.
* The drought is continuing otherwise.

Input: The first line (N) consists of the number of data sets. Each data set contains 25 (double type) numbers on one line. The first is the average yearly rainfall, followed by 24 months of rainfall data.

Output: For each data set, print out “drought over”, “improving”, or “continuing.”

Constraints:

1<=N<=10

**Example Input file**

3

**21 1.2 2.0 0.0 1.0 1.0 1.5 0.5 0.6 0.8 0.1 0.0 0.0 1.0 2.0 1.0 2.0 2.5 3.5 3.0 3.0 2.0 2.5 3.0 3.0**

21 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0 2.0

**22.5 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8 3.8**

**Note: data file has 3 data sets, each on one line, for a total of 4 lines of input (the 2nd and 4th lines are bold to show this).**

**Output to screen:**

continuing

improving

drought over

6. Cross

Program Name: Cross.java Input File: cross.dat

Given 2 words, you will determine if they can be perpendicular in a crossword puzzle. If they can, you will show them horizontally and vertically intersecting. The first word will be the “across” and the second word will be the “down” word. Here are some examples:

cross and green (the r’s meet)

playing and dog (the g’s meet)

g d

cross o

e playing

e

n

The intersecting letter will be the first letter they have in common (the first common letter in the first word). If there is no common letter, print out “none.” The maximum word length will be 15.

Input: The first line (N) will contain the number of data sets. Each data set consists of two words separated by “and.” The longest word will be 15 characters long.

Output: For each data set, print out either “none” or the intersecting words. Separate data sets with a blank line.

Constraints:

1<=N<=10

**Example Input file**

4

cross and green

playing and dog

meet and non

school and love

**(Continued on next page…)**

**(Problem 6 continued)**

**Output to screen:**

g

cross

e

e

n

d

o

playing

none

l

school

v

e

7. Pascal

Program Name: Pascal.java Input File: pascal.dat

Pascal’s Triangle is a diagram showing the coefficients of a binomial expansion:

![http://upload.wikimedia.org/wikipedia/commons/thumb/f/f6/Pascal%27s_triangle_5.svg/250px-Pascal%27s_triangle_5.svg.png](data:image/png;base64,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)

(x+1)0 = 1

(x+1)1 = x+1

(x+1)2 = x2 +2x + 1

(x+1)3 = x3 + 3x2 + 3x + 1

Using Pascal’s Triangle, you can find the coefficient of a polynomial of (x+1)y. For this program, find the coefficients of any polynomial of degree 30 or less.

For example, for Y=2, there are 3 values of Z (Z=0,1,2) corresponding to the coefficients 1 2 1 (x2 +2x + 1).

Input: The first line (N) consists of the number of data sets in the file. Each data set consists of a two integers (Y and Z), where Y is the power of the binomial expansion and Z is the position of the polynomial coefficient in expanded form

Output: Print out the coefficient of the polynomial corresponding to Z in each data set.

Constraints:

1<=N<=10

1<=Y<=30

0<=Z<=Y

**Example Input file**

4

2 0

2 1

5 2

10 5

**Output to screen:**

1

2

10

252

8. GPA1

Program Name: GPA1.java Input File: gpa1.dat

In some high school classes, tests do not count a very high percentage of your final grade. In some college courses, however, most of your grade comes from exams. In this program, you have 3 tests and a final. Each test counts for 20% and the final exam is 40%. Find the final average rounded to the nearest point.

Input: The first line (N) consists of the number of data sets in the file. Each data set consists of a four integers, three exams and a final.

Output: For each data set output the final grade.

Constraints:

1 <= N <= 10

**Example Input file**

3

90 90 90 100

100 100 100 0

100 90 80 70

**Output to screen:**

94

60

82

9. Buoyancy

Program Name: Buoyancy.java Input File: buoyancy.dat

Some schools have an “egg-drop” project. The task is to build a device to protect a raw egg when dropped from a certain height. There are different rules and regulations depending on the school and age group. When my daughter had this project, she had a cool idea with helium balloons to hold up the eggs. She was worried that the balloons would lift off! My knowledge of physics helped solve this problem. Using the fact that the buoyant force is equal to the weight of the air displaced, we could calculate how many balloons it would take. The mass of an egg was an average of 55 g, so the weight was 0.54 N.

For each 1.0 L of balloon volume, it would give a buoyant force of 0.011 N. Given the volume of balloons, determine how many balloons it would take to “float” the egg.

Input: The first line contains the number of data sets (N). Each subsequent line contains an integer, Y, the balloon size in liters.

Output: Print out the number of balloons required.

Constraints:

1<=N<=10

**Example Input file**

3

1

5

6

**Output to screen:**

50

10

9

10. Between

Program Name: Between.java Input File: between.dat

Some words have mini-words inside them. For example, the word “attends” has the word “ten” if you take off the a-s and t-d (first-last letter removed each time). In this program, print out each word with the first-last letters removed until the word is 2 or 3 characters long.

Input: The first line contains the number of data sets (N). Each subsequent line contains one word. The maximum word length is 20.

Output: For each data set, print out the original word followed by the smaller words on successive lines. Separate data sets with a blank line.

Constraints:

1<=N<=10

**Example Input file**

3

attends

banana

orange

**Output to screen:**

attends

ttend

ten

banana

anan

na

orange

rang

an

11. GPA2

Program Name: GPA2.java Input File: gpa2.dat

Some high school teachers have a grading policy in which the lowest grade could be dropped. In this program, you can drop either the lowest homework grade (if you forgot to do one) or the lowest test grade (bad day), whichever way will give the student the highest average. The teacher has tests worth 50% and homework 50%, but there could be any number of each type of grade (more than 1 and up to 20).

Input: The first line (N) will contain the number of data sets. Each data set consists of two lines of data. The first line is the list of homework grades. The second line is the list of test grades, each line having at least 2 and at most 20 grades.

Output: For each data set, print out the maximum average rounded to the nearest integer.

Constraints:

1<=N<=10

**Example Input file**

3

100 90 0 70 80

90 80 70

100 90 90 90 88 90 70

90 80 70

100 90 0 70 80

90 50

**Output to screen:**

83

87

79

Explanation of test cases:

In the 1st data set, drop the 0 in hw, so 85% hw and 80% tests is 82.5% = 83%.

In the 2nd data set, drop the 70 in tests, so 88.3% hw and 85% tests is 87%.

In the 3rd data set, dropping the 0 makes 78%, but dropping the 50 makes 79%.

12. Determined2

Program Name: Determined2.java Input File: determined2.dat

I remember in college taking a class called “Linear Algebra” and I thought to myself when I signed up for the class, “Gee, I know lines and linear equations…this should be easy!” Ha.

One important topic in Linear Algebra is a determinant, which some of you in Algebra II class might have seen and used your calculator to type in a matrix and do things with it: find the determinant, use Cramer’s Rule, use inverse matrices to solve systems of equations, multiply matrices of the right dimensions, etc. Even if you haven’t seen this in math class, don’t let that *deter* you from trying this program!

In this program, find the determinant of a square matrix TxT, where T=3,4,5…10. Each matrix element will be an integer -100<x<100.

A 2x2 matrix determinant can be found by:

Given a larger matrix (3x3, 4x4…) it is required to find the smaller 2x2 determinants of a submatrix (minor) using a process called expansion by minors.

By expanding along the top row, cover up each row and column containing element a00 and find the determinant of the minor. Alternately add and subtract the matrix element times minor.

= a00 - a01 + a02

Here is an example of a 3x3 determinant

= - 2 + 3  = 1(-9) -2(-10) + 3(-3) = -9 +20 -9 = 2

The following equation can be used to find the determinant of any general square matrix larger than 2x2:

Where M0i is the minor (submatrix created when removing row 0 and column i) and a0,i is the coefficient element of the matrix row 0 and column i.

**(Continued on next page…)**

**(Problem 12 continued)**

Here is an example of a 4x4 matrix:

= 1( ) – 2( ) + 3 ( ) - 4 ( ) = …

= 1( 18 ) -2 (8 ) + 3 (-12 ) - 4 (-9 ) = 2

You can see why a program is the way to go for this project, especially for matrices larger than 3x3.

Input: The first line (N) consists of the number of data sets. Each data set contains a T by T matrix of integers.

Output: For each data set, print out the determinant.

Constraints:

1<=N<=10

3 <= T <= 10

**Example Input File**

3

1 2 3

2 3 4

5 6 5

1 2 3 4

2 3 4 4

5 6 5 2

8 9 9 4

1 2 3 9 8 7

2 3 4 4 4 3

5 6 5 2 9 8

8 9 9 4 6 5

3 2 1 5 4 3

9 8 7 5 4 5

**Output to screen:**

2

2

408